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# Introduction

Wumpus Mentors:

In Spring 2004, a small group of Microsoft employees were welcomed into Newport High School in Bellevue with the intent of filling a niche that had been identified as a mutually interesting opportunity for the school and Microsoft to partner on. In specific, the generally excellent Newport High School AP Computer Science curriculum lacked an ability to challenge a select group of advanced students. For Microsoft, the opportunity to help in addressing this educational need was a timely one, presenting itself just as a group of employees involved as mentors in the high school intern program were looking for ways to extend the high school mentoring experience beyond simply the 10-week summer program.

Thus, after some initial brainstorming and planning, the “J# Development with Hunt The Wumpus” program was born – with an initial group of three Microsoft employees, six Newport High School students, and one very instrumental AP CS teacher.

This year, we welcome you aboard to share in the excitement of the substantially expanded program, which will reach dozens of students in Spring 2007!

We sincerely thank you for your interest and dedication to this program – and look forward to the challenges and opportunities that lie ahead.

*Evan Goldring*

*Louis Clausen*

*Harlan Husmann*

*Phillip Leslie*

*Jordan Naftolin*

Hunt The Wumpus Board of Directors

**Contacts**

## Distribution Lists

|  |  |  |
| --- | --- | --- |
| **DL Friendly Name** | **DL** | **Purpose** |
| Hunt the Wumpus @ Bellevue High School | htw-bell | Includes all leads+mentors for each particular school. |
| Hunt the Wumpus @ Inglemoor High School | htw-ingl |
| Hunt the Wumpus @ Interlake High School | htw-inte |
| Hunt the Wumpus @ Newport High School | htw-new |
| Hunt the Wumpus @ Redmond High School | htw-redm |
| Hunt the Wumpus Atlanta | htw-atl |
| HTW – Mentors | htw-ment | Includes all leads+mentors for the entire Hunt the Wumpus program. |
| Hunt The Wumpus | Wumpus | Wumpus Board of Directors |
| HTW – Leads | htw-lead | Includes all leads for the entire Hunt the Wumpus program. |
| Friends of Wumpus | Wumpfrnd | Includes various individuals that have asked to be included on major announcements (e.g. invitations to the field trip). |

## School and Mentor Contacts

### Bellevue High School

* Website: <http://www.bsd405.org/bhs>
* Address: 10416 SE Wolverine Way, Bellevue, WA 98004
* Leads:
  + Jordan Naftolin
  + Julian Selman
  + Jon LeVee
* Mentors:
  + Avram Wahba
  + Cody Ebberson
  + Jim Muliawan
  + Joe Chiu
  + Nate Muller
  + Reena Agrawal
  + Sacha Droz
* DL: htw-bell
* CS/Programming Teacher: <TBD>
* Principal: Mike Bacigalupi

### Interlake High School

* Website: <http://www.bsd405.org/ihs>
* Address: 16245 NE 24th, Bellevue, WA 98008
* Mentors
  + Bill Rainford (Lead)
  + Brent Bishop
  + Leslie Trowbridge
  + Brian Hudson
* CS/Programming Teacher: <TBD>
* Principal: Sharon Collins

### Inglemoor Senior High School

* Website: <http://schoolcenter.nsd.org/education/components/scrapbook/default.php?sectionid=19>
* Address: 15500 Simonds Rd NE, Kenmore, WA 98028
* Leads
  + Jeff Bogdan
  + Gildas Cheung
* Mentors:
  + Renato Martins
  + Jennifer Stepler
  + Tychaun Jones
  + Miguel Claudio
  + Matt Holle
* CS/Programming Teacher: <TBD>
* Principal: Vicki Sherwood

### Newport High School

* Website: <http://www.bsd405.org/nhs>
* Address: 4333 Factoria Blvd. SE, Bellevue, WA 98006
* Mentors
  + Louis Clausen (Lead)
  + Jiying Ren
  + Brian Railing
  + Dave Driver
* CS/Programming Teacher: Rod Thompson [thompsonr@bsd405.org]
* Principal: Patti Siegworth [siegwarthp@bsd504.org]

### Redmond High School

* Website: <http://schools.lwsd.org/rhs/>
* Address: 17272 NE 104th, Redmond, WA 98052
* Mentors
  + Molly Bostic (Lead)
  + Craig Jensen
  + Mike Scavezze
  + Lauren Lavoie
  + Kevin Weston
* CS/Programming Teacher: <TBD>
* Principal: Brian Hunter

### Woodinville High School

* Website: <http://whsweb.nsd.org/>
* Address: 19819 136th NE, Woodinville, WA 98072
* Mentors: None
* CS/Programming Teacher: <TBD>
* Principal: Vicki Puckett

## Directions to Bellevue High School

References for traveling to and from Bellevue High School:

|  |  |
| --- | --- |
| Driving Directions:  Microsoft to Bellevue  Estimated Travel Time 10 minutes | Miles |
| Depart 1 Microsoft Way, Redmond, WA 98052 on NE 39th St (North-East) | 0.1 |
| Turn LEFT (North) onto 159th Ave NE, then immediately turn LEFT (West) onto NE 40th St | 0.5 |
| Take Ramp (LEFT) onto SR-520 towards WA-520 | 3.2 |
| Take Ramp (RIGHT) onto I-405 towards I-405 / Renton | 0.9 |
| At exit 13B, turn RIGHT onto Ramp towards N.E. 8th St. East/West | 0.2 |
| Keep RIGHT to stay on Ramp towards N.E. 8th St. West | 0.2 |
| Bear RIGHT (West) onto NE 8th St | 0.5 |
| Turn LEFT (South) onto Bellevue Way (NE) | 0.7 |
| Arrive 10416 SE Wolverine Way, Bellevue, WA 98004 |  |

|  |  |
| --- | --- |
| Driving Directions:  Bellevue to Microsoft  Estimated Travel Time 10 minutes | Miles |
| Depart 10416 SE Wolverine Way, Bellevue, WA 98004 on Bellevue Way (SE) (North) | 0.7 |
| Turn RIGHT (East) onto NE 8th St | 0.6 |
| Keep RIGHT onto Ramp towards I-405 | 0.3 |
| Take Ramp (LEFT) onto I-405 | 0.6 |
| Etc. |  |

|  |
| --- |
| **Detail Map of Bellevue Location** |
| **Overview Map of Bellevue Trip** |

## Directions to Interlake High School

References for traveling to and from Interlake High School:

|  |  |
| --- | --- |
| Driving Directions:  Microsoft to Interlake  Estimated Travel Time 5 minutes | Miles |
| Depart 1 Microsoft Way, Redmond, WA 98052 on 157th Ave NE [Microsoft Way] (South-West) | 0.5 |
| Bear RIGHT (West) onto NE 31st St, then immediately turn LEFT (South) onto 156th Ave NE | 0.5 |
| Turn LEFT (East) onto NE 24th St | 0.4 |
| Arrive 16245 NE 24th St, Bellevue, WA 98008 |  |

|  |  |
| --- | --- |
| Driving Directions:  Interlake to Microsoft  Estimated Travel Time 5 minutes | Miles |
| Depart 16245 NE 24th St, Bellevue, WA 98008 on NE 24th St (West) | 0.4 |
| Turn RIGHT (North) onto 156th Ave NE | 0.4 |
| Etc. |  |

|  |
| --- |
| **Detail Map of Interlake Location** |
| **Overview Map of Interlake Trip** |

## Directions to Inglemoor High School

References for traveling to and from Inglemoor High School:

|  |  |
| --- | --- |
| Driving Directions:  Microsoft to Inglemoor  Estimated Travel Time 20 minutes | Miles |
| Depart 1 Microsoft Way, Redmond, WA 98052 on NE 39th St (North-East) | 0.1 |
| Turn LEFT (North) onto 159th Ave NE, then immediately turn LEFT (West) onto NE 40th St | 0.5 |
| Take Ramp (LEFT) onto SR-520 towards WA-520 | 3.1 |
| Take Ramp (RIGHT) onto I-405 towards I-405 / Everett | 5.1 |
| At exit 20B, turn RIGHT onto Ramp towards N.E. 124th St. | 0.2 |
| Keep LEFT to stay on Ramp towards N.E. 124th St. | 0.1 |
| Turn LEFT (West) onto NE 124th St | 1.3 |
| Turn RIGHT (North) onto 100th Ave NE | 1.3 |
| Turn LEFT (West) onto Simonds Rd NE | 1.1 |
| Arrive 15500 Simonds Rd NE, Kenmore, WA 98028 |  |

|  |  |
| --- | --- |
| Driving Directions:  Inglemoor to Microsoft  Estimated Travel Time 20 minutes | Miles |
| Depart 15500 Simonds Rd NE, Kenmore, WA 98028 on Simonds Rd NE (South) | 1.1 |
| Turn RIGHT (South) onto 100th Ave NE | 1.3 |
| Turn LEFT (East) onto NE 124th St | 1.0 |
| Take Ramp (RIGHT) onto I-405 towards I-405 / Renton | 5.2 |
| Etc. |  |

|  |
| --- |
| **Detail Map of Inglemoor Location** |
| **Overview Map of Inglemoor Trip** |

## Directions to Newport High School

References for traveling to and from Newport High School:

|  |  |
| --- | --- |
| Driving Directions:  Microsoft to Newport  Estimated Travel Time 14 minutes | Miles |
| Depart 1 Microsoft Way, Redmond, WA 98052 on NE 39th St (North-East) | 0.1 |
| Turn LEFT (North) onto 159th Ave NE, then immediately turn LEFT (West) onto NE 40th St | 0.5 |
| Take Ramp (LEFT) onto SR-520 towards WA-520 | 3.2 |
| Take Ramp (RIGHT) onto I-405 towards I-405 / Renton | 4.6 |
| At exit 10, turn RIGHT onto Ramp towards Coal Creek Pkwy. / Factoria | 0.3 |
| Bear LEFT (South) onto Coal Creek Pky SE | 0.5 |
| Turn LEFT (East) onto Factoria Blvd SE | 0.3 |
| Road name changes to 128th Ave SE [Factoria Blvd SE] | 0.1 |
| Arrive 4333 128th Ave SE, Bellevue, WA 98006 |  |

|  |  |
| --- | --- |
| Driving Directions:  Newport to Microsoft  Estimated Travel Time 14 minutes | Miles |
| Depart 4333 128th Ave SE, Bellevue, WA 98006 on 128th Ave SE [Factoria Blvd SE] (South) | 0.1 |
| Road name changes to Factoria Blvd SE | 0.3 |
| Turn RIGHT (North) onto Coal Creek Pky SE | 0.4 |
| Take Ramp (RIGHT) onto I-405 towards I-405 / I-90 | 4.3 |
| Etc. |  |

|  |
| --- |
| **Detail Map of Newport Location** |
| **Overview Map of Newport Trip** |

## Directions to Redmond High School

References for traveling to and from Redmond High School:

|  |  |
| --- | --- |
| Driving Directions:  Microsoft to Redmond  Estimated Travel Time 14 minutes | Miles |
| Depart 1 Microsoft Way, Redmond, WA 98052 on NE 39th St (North-East) | 0.1 |
| Turn LEFT (North) onto 159th Ave NE, then immediately turn LEFT (West) onto NE 40th St | 0.4 |
| Turn RIGHT (North) onto Ramp towards WA-520 | 0.5 |
| Take Ramp (LEFT) onto SR-520 towards WA-520 / Redmond | 2.6 |
| Keep STRAIGHT onto Avondale Rd Ext | 0.3 |
| Road name changes to Avondale Rd NE | 1.2 |
| Turn LEFT (West) onto NE 104th St | 0.9 |
| Arrive 17272 NE 104th St, Redmond, WA 98052 |  |

|  |  |
| --- | --- |
| Driving Directions:  Redmond to Microsoft  Estimated Travel Time 14 minutes | Miles |
| Depart 17272 NE 104th St, Redmond, WA 98052 on NE 104th St (East) | 0.9 |
| Turn RIGHT (South) onto Avondale Rd NE | 1.3 |
| Keep LEFT onto Avondale Rd Ext | 0.2 |
| Keep STRAIGHT onto SR-520 | 2.1 |
| Etc. |  |

|  |
| --- |
| **Detail Map of Redmond Location** |
| **Overview Map of Redmond Trip** |

Directions to Woodinville High School

References for traveling to and from Woodinville High School:

|  |  |
| --- | --- |
| Driving Directions:  Microsoft to Woodinville  Estimated Travel Time 18 minutes | Miles |
| Depart 1 Microsoft Way, Redmond, WA 98052 on NE 39th St (North-East) | 0.1 |
| Turn LEFT (North) onto 159th Ave NE, then immediately turn LEFT (West) onto NE 40th St | 0.5 |
| Take Ramp (LEFT) onto SR-520 towards WA-520 | 3.1 |
| Take Ramp (RIGHT) onto I-405 towards I-405 / Everett | 8.5 |
| At exit 23, turn RIGHT onto Ramp towards WA-522 / US-2 / Woodinville / Wenatchee | 0.2 |
| Take Ramp (LEFT) onto SR-522 towards WA-522 / US-2 / Woodinville / Wenatchee | 1.7 |
| Turn RIGHT onto Ramp towards N.E. 195th St. | 0.2 |
| Turn LEFT (West) onto NE 195th St | 0.1 |
| Turn RIGHT (North) onto 136th Ave NE | 0.2 |
| Arrive 19819 136th Ave NE, Woodinville, WA 98072 |  |

|  |  |
| --- | --- |
| Driving Directions:  Woodinville to Microsoft  Estimated Travel Time 18 minutes | Miles |
| Depart 19819 136th Ave NE, Woodinville, WA 98072 on 136th Ave NE (South) | 0.2 |
| Turn LEFT (East) onto NE 195th St, then immediately turn RIGHT (South) onto Ramp | 0.3 |
| Merge onto SR-522 | 1.1 |
| Take Ramp (RIGHT) onto I-405 towards I-405 / Bellevue / Renton |  |
| Etc. |  |

|  |
| --- |
| **Overview Map of Woodinville Trip** |
| **Detail Map of Woodinville Location** |

Leads/Teachers Pre-Project Meeting

After completing mentor training and receiving a school assignment, the following details are important ones to cover while meeting with the teacher for the first time:

* **Classroom Logistics:**
  + View classroom and working area
  + Find out if you will have access to: whiteboard/chalkboard, overhead projector, computerized projector, easil, isolated area of classroom.
  + Any Java books present in classroom?
  + Find out if teacher will be present during your lab sessions (encourage him/her to be - if at all possible)
  + Do students all have email access from the classroom?
* **Computer Setup:**
  + Confirm, or plan for, J#, PowerPoint, Word availability
  + Ensure - and verify - "debugging" permission is available (breakpoints needed)
* **Instruction Style Background** (context for deciding on your own instruction methods)**:**
  + Does teacher do lessons primarily verbally with just chalkboard/whiteboard? (most likely)
  + Does teacher ever lecture from PowerPoint?
  + Does teacher teach from book and have students follow along?
* **Scheduling Logistics:**
  + Find out how many days/week will students be able to work on this project.
  + 90%+ of each week is easiest to coordinate - but as a rule we always yield to AP coursework – whatever that means for us
  + Set up tentative schedule for classroom visit dates.
* **Student Pool and Background:**
  + Find out which students have Java experience.
  + Find out which students have PowerPoint experience.
  + Find out which of syllabus concepts are familiar to students.
  + Decide student/object pairings; give Game Control Object and GUI to relatively strong students.
* **Closing Messages:**
  + Reiterate that if students move to slow or too fast, we will adapt (we can always add more lectures/assignments)
  + Reiterate that if students need more lab-time help (e.g. J# help) we'll send extra folks to support in between main sessions
  + Give teacher your contact information and business card: we encourage you to include a mobile phone number in case of urgent matters

## Course Syllabus

**Unit 1 Concepts:**

* J# for Java Programmers
* Updating Sample Code

**Unit 2 Concepts:**

* Object-Oriented Design
* Working with Visual J#

**Unit 3 Concepts:**

* Requirements Gathering
* Scenario-Driven Design
* Data Flow Analysis

**Unit 4 Concepts:**

* Software Testing
* Object-oriented Design Process

**Unit 5 Concepts:**

* Software Testing
* Debugging

**Unit 6 Concepts:**

* Code Complete / Test Code Complete

**Unit 7 Concepts:**

* Code Reviewing
* Working on Enterprise Projects
* Multimedia Creation (Graphics and Audio)

**Unit 8 Concepts:**

* Demo and Presentation Skills

# Project Overview

**About the project**

In Hunt The Wumpus, you navigate a system of rooms within a cave in search of a monster named “The Wumpus”.  With bottomless pits, super-bats, and other hazards scattered throughout the cave, you may not survive the treacherous journey!  Succeeding in your quest requires a careful memory of the layout of the parts of the cave that you explore, and consideration of hints that you come across along your journey.

You may have heard of Hunt The Wumpus before. It is a classic turn-based computer game first developed in the early 1970s. We have recently revamped the original game to make it more exciting and add more complexity to the game. In developing this game, you will need to exercise the advanced Computer Science skills you have learned in Advanced Placement classes and elsewhere.

This game is designed to introduce you to a real life large-scale software engineering project where a team-based approach is necessary. You will use a modern object-oriented approach to implement the various pieces of the game, just as a commercial software company would. As a member of the team, you are fully responsible for your part of the project and you will work both collaboratively and independently until you and your teammates have completed all of the pieces. You will then work with your team to put the finishing touches on your game.

We encourage you to be creative while you exercise and sharpen your problem solving and computer science skills during the course of the 3 - 4 month long project. You will work hand-in-hand with a team of professional software developers from Microsoft. You will learn advanced concepts such as debugging, testing, bug fixing, User Interface programming, and multimedia programming as your game comes to life.

To implement the game, you will use the J# programming language which is very similar to the Java language used in many teaching environments. Although a sufficient background in programming is necessary to be a successful member of the team, specific knowledge of J# or Java is not required. Your C, C++, or C# skills easily translate into J#.

**About the program**

Microsoft started this program during the 2003-2004 school year as a way to reach the more advanced students in local area high schools who have a strong interest in computer programming. We continued the program during the 2004-2005 school year with continued success. This program fills a unique niche not currently found in any existing programs, including the AP Computer Science curriculum. Working on Hunt The Wumpus allows you to engineer on a real-world example by taking the computer science fundamentals you already know and apply them to solve a specific problem.

You will work in a group of approximately 5-6 people. We aim to provide at least a 3-to-1 student to mentor ratio so we can provide quality, timely, and hands-on help to you. Microsoft volunteers come to the classroom several times a month (typically weekly) for both teaching sessions and computer lab time where they assist the you with your programming assignments. The project is run as a series of one to two-week assignments that ultimately yield the finished product. Each assignment is graded using a consistent approach and scheme to what the school normally uses.

The program concludes with a day-long field trip to Microsoft where you will learn about various careers in the software industry, tour the inner workings of various Microsoft groups to see how games, Xboxes, portable media devices, cell phones, and other products are built. You will also be part of a presentation of your work. You and your teammates will have your worked judged and compete against the other schools participating in the program.

# Student Application

Name\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

E-mail address\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

High School\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Section 1 - Background**

List all math classes that you are taking or have completed at the High School or College level.

List all Science classes that you are taking or have completed at the High School or College level.

List all Computer programming or technology classes that you are taking or have completed at the High School or College level.

Tell us, in 250 words or less, why you are interested in this project.

**Section 2 – Sample of Work**

Along with this application, submit the source code for the longest and most complex original program you have written within the last year. This should be a program that you are particularly proud of. This can be a program you wrote for a class assignment, or one you wrote on your own. It is preferred that this program was written in C, C++, C#, or Java, but Visual Basic or scripting languages are acceptable as well.

**Section 3 – Programming Challenge**

Write a function that takes as input two numbers and prints out all of the prime numbers in between and inclusive of those two numbers. Write a program that uses this function to produce the list of prime numbers between: 0 and 1, 5 and 1930, and 7000 and 8000. Submit both the source code and the 3 lists of prime number within the ranges specified.

This program should be well commented and handle all error conditions appropriately. It is preferred that this program was written in C, C++, C#, or Java, but Visual Basic or scripting languages are acceptable as well.

# Assignments

The following assignments are designed to provide you with everything you need to be able to deliver a well-balance homework assignment. You *will* need to customize some of the homework assignments, with specific function names, etc.

## Assignment #1: Samples Modification and Project Creation

Due Date: \_\_\_\_\_\_\_

Point Value: 4

Background:

To help you learn to use J#, there are a number of samples that are provided in the Wumpus program. These samples are well-commented and cover a large number of different tasks that will be applicable in what you have to do.

For the first assignment, you will be familiarizing yourself with the samples by determining which methods in the samples do certain tasks. You will also familiarize yourself with creating projects in Visual J#.

### Assignment Task Part 1: Finding Reusable Code in the Samples

For each task in the list below, write in the sample, source file, and method name for where the code lives that would provide a good example to follow. To do this, you will need to try each sample to see what it does and then explore the structure of the samples.

Example: Loading High Score from a file

Sample: CD\_Library

Source: CDDBIO.jsl

Method: CD\_Collection::ImportCDCollection

Drawing a Wumpus to the screen

Sample: Source: Method:

Drawing the score on the screen

Sample: Source: Method:

Loading Cave information from a file

Sample: Source: Method:

Getting input from the user using a Text Box and Button

Sample: Source: Method:

(More on the next page!)

Getting input from the user with keyboard input

Sample: Source: Method:

Saving High Score information to a file

Sample: Source: Method:

Playing a sound

Sample: Source: Method:

Getting input from the user with the mouse

Sample: Source: Method:

Converting a String to an Integer

Sample: Source: Method:

### Assignment Task Part 2: Creating a Windows Project in J#

Hint: Part 2 will be easier if you've already completed Part 1.

1. Open Visual J#
2. Create a new project
   1. Select File 🡪 New 🡪 Project…
   2. Select “Windows Application”
   3. For the name of your project, use “WumpusTest”
3. You now see a Windows Form
4. Use the Toolbox to add a button, three text boxes, and two radio buttons
   1. The items will be used as follows:
      1. Two of the textboxes will accept numbers as input.
      2. The two radio buttons will be “+” and “-“.
      3. The button will perform the task selected by the radio buttons on the two input numbers.
      4. The third textbox will accept the output from the operation.
   2. After adding each item, selecting it will put the item’s properties into the Properties window.
   3. In the Properties window, in the “Design” section, change the name of each item to something descriptive
5. Double click on the button. This will take you to the J# function that will be run when the button is clicked.
6. Add code in this function to perform the proper operation.
   1. The code should first convert the text in the two input textboxes to integers.
   2. If the “+” radio button is selected, add the two numbers; if the “-“ radio button is selected, subtract the second number from the first.
   3. Convert the result to a string, and put this into the output textbox.

## Assignment #2: Understand Your Object

Due Date: \_\_\_\_\_\_\_

Point Value: 4

Background:

Hunt the Wumpus is a project that is broken up into a number of different objects that each can be worked on independently. Each of you will “own” one or more of these objects for Hunt the Wumpus. To be able to properly create your object, you will need to know how your object fits into the full game, including how it interacts with the other objects in the game and the tasks that it performs.

This assignment will give you the opportunity to understand both how the game works and how your object will do its part.

### Assignment Task:

1. Read the Hunt the Wumpus Specification.
2. Read the Object Description for your object.
3. For each of the scenarios in the next page, give up to three sections of the Wumpus Spec that control what your object does in that scenario.
   1. If you are unsure of what your object would do, put that in the list as, “I think my object will…” and make a best guess.
   2. If you don't think your object will do anything for the scenario, put in "Does not apply to my object" and don't put in any sections.
   3. Your lists do not need to be perfect: you will be graded on how much thought you’ve put into this, not on how correct your lists are.

A partial example for the Player Object:

|  |  |  |
| --- | --- | --- |
| Scenario | Spec Section | What My Object Does |
| User is in game, moves forward | Money and Trivia | Increases player's gold inventory by 1. |
| Scoring | Adds 1 to the number of turns user has taken. |
| User Interface | Gives the score, number of arrows, and gold count to be displayed. |

|  |  |  |
| --- | --- | --- |
| Scenario | Spec Section | What My Object Does |
| User wants to see High Score |  |  |
|  |  |
|  |  |
| User wants to start a New Game |  |  |
|  |  |
|  |  |
| User is in game, moves forward |  |  |
|  |  |
|  |  |
| User encounters Wumpus |  |  |
|  |  |
|  |  |
| User encounters bats |  |  |
|  |  |
|  |  |
| User falls into bottomless pit |  |  |
|  |  |
|  |  |
| User defeats Wumpus |  |  |
|  |  |
|  |  |

## Assignment #3: Data flow tables

Due Date: \_\_\_\_\_\_\_

Point Value: 4

### Background:

The purpose of this assignment is to better understand relations between the objects of the game. The data flow table and diagram should help you define interfaces between your object and other objects you depend on or/and that depend on you.

### Assignment Task:

Using the information from Assignment 1 and the exercise you went through in class, fill out the data flow tables that describe all data that your object uses.

|  |  |  |  |
| --- | --- | --- | --- |
| Task | Called by or Calls This Object | Receives this Data | Returns this Data |
|  |  |  |  |

Draw data flow diagrams to illustrate the data flows and/or relations between the objects.

### Example Data Flow Table for Map Object:

|  |  |  |  |
| --- | --- | --- | --- |
| Task | Called by or Calls This Object | Receives this Data | Returns this Data |
| Retrieve Hazard Warnings | Game Control | Current Room Number | String Array of Hazard Warnings |
| Move Player | Game Control | New Room Number (or direction to move) | True if move was valid  False if move was invalid |

Data flow tables for Object \_\_\_\_\_\_\_\_\_\_\_\_

|  |  |  |  |
| --- | --- | --- | --- |
| Task | Called by or Calls This Object | Receives this Data | Returns this Data |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |

## Assignment #4: Stubbed class

Due Date: \_\_\_\_\_\_\_

Point Value: 4

### Background:

As a result of this assignment you will build a skeleton of your object that defines interface of your object exposed to the outside world. You will also create a test application that will help you build and test you object.

### Assignment Task Part 1: Stubbed class

Create a stubbed class (or classes) for your assigned object based on the data flow table for your object from Assignment #3. Requirements for the stubbed class (or classes):

* Is in correct J# syntax
* Contains complete member function signatures, including:
  + Function name
  + Argument name(s) and data type(s)
  + Return value data type
* Includes a dummy return line – for functions that have a return value
  + Example “return 0;” for a function that returns an integer
* Contains a comment inside the function body with:
  + The purpose of the function
  + The names of any other functions that it will call
* For all functions with return values, a comment indicating what the return value is for.

The stubbed class should also contain declarations for any member variables that are needed (that belong to the class – not the local member functions).

The class must build without errors (even though the function implementations don’t yet exist).

### Assignment Task Part 2: Test application

Add the class (or classes) to the application project (solution?) created in the Assignment #2. Add one button for each stubbed method to be able to invoke every one of the methods from the test application. Add text boxes for input parameters. Display output of methods where applicable in text boxes or message boxes.

Define formats of your data files (if you have any).

Bring your code to class and be ready to exchange with others. Create a copy of your project folder and name it <object>\_<date> for backup purposes and for future investigations.

## Assignment #5:Start implementing functions in your stubbed class

Due Date: \_\_\_\_\_\_\_

Point Value: 4

### Background:

The purpose of this assignment is to start implementing the actual functionality of your object.

### Assignment Task Part 1: Implement class functions (methods)

Implement two or more functions of your instructor’s choosing, and the constructor of your class. Your implemented functions must:

* Function independently of implementation of any other game objects.
  + If there are any other objects that you would need to call into to fully implement your functions, use stubs provided by the owners of the objects.
  + If for some reason you cannot use the stubbed class your implementation depends on, implement the missing/broken part of its functionality to yourself. Implement as much as is necessary to unblock your development.
* Correctly initialize all of the variable values
* Be clearly commented
* Be error-free and warning-free when compiled
* Handle error conditions that may arise

### Assignment Task Part 2: Update test application

The test application needs to be updated to invoke the two implemented methods if this hasn't already been completed.

Bring a list of issues you have with other student’s stubbed classes and your suggestions on how the issues should be resolved.

|  |  |  |
| --- | --- | --- |
| Object | Method | Description of the problem |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |

## Assignment #6: Implement remainder of Object and Test Application

Due Date: \_\_\_\_\_

Point Value: 4

### Background:

The purpose of this assignment is to complete the rest of your object and prepare for its integration with the rest of the objects to create a playable game. You will need to update your test application along the way and you will need to test your object.

**Pre Assignment Task:**

Before starting this assignment, it is important to make a backup of your code from last week. This will help prevent any accidental data loss.

### Assignment Task Part 1: Implement remainder of Object

Building upon the function implementations that are complete for assignment #5, implement all remaining methods necessary for the class to be functional within the game.

Your completed methods must:

* Compile and be warning free
* Handle error conditions
* Initialize all variable values
* Be clearly commented

### Assignment Task Part 2: Implement remainder of Test Application

Building upon the test application from the previous assignment, expand the test application to include the ability to test all of the functions which are now exposed in part one of this assignment if this hasn't already been completed.

Each method should have:

* At least one button which invokes this method
* A way for the user to input an arbitrary value, such as an edit box
* A way to display the result of each method to the user
* Clear and descriptive comments
* No errors or warnings when compiled

### Preparation for Class:

Be prepared to share your code at the beginning of class next week and to bring a list of issues if your object has difficulty communicating with other objects

## Assignment #7: Testing and Content Expansion

Due Date: \_\_\_\_\_

Point Value: 4

### Background:

The purpose of this assignment is to verify the game is successfully integrated, the game is functional, and to add additional content. This does not mean the game is bug free but it should at least be playable.

**Pre Assignment Task:**

It is important to make sure you have a copy of the fully integrated game before leaving class.

### Assignment Task Part 1: Testing

With all of the game objects now fully integrated and complete, the game is now playable. Spend some time playing the game and then find at least five bugs in the game.

For all of the bugs you find:

* Describe the symptom of the bug
* Describe what you expect should happen

For two of these bugs also attempt to locate the source of the bug (for example: lines 20 to 25 of object.jsl)

### Assignment Task Part 2: Content Expansion

For this assignment, you will help create additional content. Communication with the object owners for Audio, Trivia, and Cave is critical to make sure you deliver content in the correct format.

**Audio Content (if Audio Object is implemented):**

Pick a theme and produce or create sound effects in the format specified by the Sound object owner for the following:

* Game Start
* High Score Dialog displayed
* High Score Dialog closed
* Super Bat encountered
* Bottomless Pit encountered
* Wumpus encountered
* Arrow hits the Wumpus
* Arrow missed the Wumpus
* Trivia answered correctly
* Trivia answered incorrectly

**Trivia Content:**

Create 15 trivia questions in the file format specified by the Trivia object owner.

**Cave Data:**

Create one cave map in the format given by the Cave object owner. Verify your cave file is correct by exchanging your cave with another student. This part of the assignment will not be accepted until another student has verified your cave data is correct.

Here’s a quick reference of the cave requirements:

* A cave consists of 30 rooms.
* Each room has up to three tunnels leading to other rooms.
* Each room must be able to reach any other room in the cave; no disjoint sets.
* The rooms on the edges may be connected to rooms on the opposite edge.

![CaveTemplate](data:image/png;base64,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)

## Assignment #8: Bug Bash and Creation of the PowerPoint Presentation

Due Date: \_\_\_\_\_

Point Value: 4

### Background:

The first part of this assignment focuses on finding and fixing bugs in the game. Code testing, bug fixing, and ensuring the overall quality of the project are critical to the product life cycle.

Creating the PowerPoint presentation for the project allows the students and their mentors to provide information about themselves and the game and share that with the other teams.

### Assignment Task Part 1: Bug Bash

In this assignment, students must find bugs in their code and provide the necessary fixes before the project needs to be turned in. Students should also search for bugs in their teammates' codes.

Prizes and extra points will be awarded to students who find and fix the bug(s) that best fit(s) the following categories:

* Hardest bug to find
* Hardest bug to fix
* Most creative or inventive bug fix
* Most number of bugs found by a single student
* Most number of bugs fixed by a single student

### Assignment Task Part 2: Creating the PowerPoint Presentation

In this assignment, students are strongly encouraged to create their own PowerPoint slide with creative graphics and clip-art.

Each student on the team must create one PowerPoint slide containing the following information:

* Student's name and his/her background with computers
* Hobbies, job, interests, and activities
* Name of the object the student is responsible for and the purpose of that object
* Reason for wanting to work on this project
* Lessons learned while working on this project
* Most challenging part/aspect of the project
* Most enjoyable part/aspect of the project
* Least enjoyable part/aspect of the project
* Game elements you would add or modify if you had more time
* Bugs that you found or fixed that you are most proud of

Mentors are in charge of gathering the individual student slides and grouping these to form the team's project presentation. The team presentation must include slides for the following sections:

* [1 slide] A creative title slide (featuring the team's name)
* [1 slide per student] Student slides - introducing the students in the team
* [1 slide] Demo slide - time to show off your game!
* [1 slide] Q & A slide

## Assignment #9: Practice Presentation

Due Date: \_\_\_\_\_

Point Value: 4

### Background:

The purpose of this assignment is to allow students and their mentors to practice for their presentation, determine the order that each speaker will present, and to do a demo of their game.

This assignment provides the team an opportunity to work out any issues that may come up during the final/big presentation.

### Assignment Task:

In this assignment, students and their mentors should take their team PowerPoint presentation (from Assignment #8, Assignment Task Part 2) and go through the following tasks:

* Review each PowerPoint slide to make sure everyone on the team knows the order in which he/she will present and the order in which content will be presented.
* Once the order has been determined, each presenter should practice speaking in front of his/her team members using the slide that corresponds to that part of the overall presentation.
  + One of the mentors should introduce the team
  + Each student should present the information from his/her student slide
* The team should go through their game demo to catch and work out any issues that may come up during the final presentation.
* The team should make sure there is time for a Q & A at the end of the presentation.

Each team must practice their presentation at least three times.

## Assignment #10: Final Presentation

Due Date: \_\_\_\_\_

Point Value: 4

### Background:

This is it! Time to show off the result of all your hard work and share it with the other teams.

### Assignment Task:

In this assignment, students and their mentors will be doing a presentation about their team and their project in the Microsoft main campus.

Way to go, everyone!

# Grading Sheets

The following pages contain:

* A project-long grading template that should be duplicated and maintained for each student – by the mentors
* A single-assignment student-returnable grading sheet that should be duplicated and used to give each student their grade and feedback for each assignment

Your score values and weights may differ, based on discussion with the CS/programming teacher’s needs.

If, for example, additional assignments are added – the assignment point values need to be pro-rated such that the sum of the point values remains as 20 points.

|  |  |
| --- | --- |
| **Grading Sheet for Student:** | |
| **Description** | **Point Value\*** |
| **Weekly Assignments** | |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | **Assignment #** | **Earned** | **Maximum** | **Assignment #** | **Earned** | **Maximum** | | **1** |  | 4 | **6** |  | 4 | | **2** |  | 4 | **7** |  | 4 | | **3** |  | 4 | **8** |  | 4 | | **4** |  | 4 | **9** |  | 4 | | **5** |  | 4 | **10** |  | 4 | | **TOTAL** |  | | | | **40** |   (Notes: in general – the assignments should carry equal weight. If additional assignments are added, balance assignment weights as even as possible for a total of 20 points) |
| **Communication Skills**  *(including class participation and 1:1 discussions)* | |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | **Session #** | **Earned** | **Maximum** | **Session #** | **Earned** | **Maximum** | | **1** |  | 1 | **6** |  | 1 | | **2** |  | 1 | **7** |  | 1 | | **3** |  | 1 | **8** |  | 1 | | **4** |  | 1 | **9** |  | 1 | | **5** |  | 1 | **10** |  | 1 | | **At-Large** |  | | | | 10 | | **TOTAL** |  | | | | **20** |   (Notes: adjust table based on number of classroom sessions; but do retain at least *some* at-large points – to be awarded based on how well students cooperate amongst themselves for the greater good of the project) |
| **Code Commenting / Readability and Documentation**  *(including variable naming, logical flow of code, etc.)* | |  |  |  | | --- | --- | --- | | **Session #** | **Earned** | **Maximum** | | **Initial Eval** |  | **10** | | **Final Eval** |  | **10** | | **TOTAL** |  | **20** |   (Notes: the initial evaluation should be after the students have completed the “two hardest functions” assignment; the final evaluation should be when the project is finalized at the end of the semester) |
| **Creativity / Code Sophistication**  *(e.g., an optimized algorithm yields high point value)* | |  |  |  | | --- | --- | --- | | **Session #** | **Earned** | **Maximum** | | **Initial Eval** |  | **4** | | **Final Eval** |  | **6** | | **TOTAL** |  | **10** |   (Notes: the initial evaluation should be after the students have completed the “two hardest functions” assignment; the final evaluation should be when the project is finalized at the end of the semester) |
| **End-Of-Project Presentation**  *(including both slides and presentation skills)* | |  |  |  | | --- | --- | --- | | **Session #** | **Earned** | **Maximum** | | **Content** |  | **8** | | **Presentation Skills** |  | **2** | | **TOTAL** |  | **10** | |
| TOTAL | 100 |

**Assignment #? Grading Sheet**

|  |
| --- |
| **Student:** ??? |
| **Object:** ??? |
| **Grade:** ???/ ??? (???%) |
| **Comments:**   * ??? * ??? |

# Game Specification

The Wumpus lives in a cave of 30 rooms. The rooms are hexagonal. Each room has up to 3 tunnels leading to other rooms. The rooms on the edges can be connected to the rooms on the opposite edge. The Diagram below demonstrates the cave layout and numbering (note that the player could travel from room 6 directly to room 30 or room 1, if room 6 connects to them).
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## The Cave

You will need to create at least 5 different caves that the user can pick to play in. Each cave will have different sets of tunnels leading between the rooms such that in some caves you will be able to get between two adjacent rooms that you can’t move between in other caves. There should be no unreachable rooms in any caves.

## Hazards

Bottomless Pits - Two rooms have bottomless pits in them. If you go there, you fall into the pit. You can get out of the pit by getting at least 2 out of three trivia questions right. If you get out of the pit, you will be placed back where you started the game.

Super Bats - Two other rooms have super bats. If you go there, a bat grabs you and takes you to some other room at random. After the bat take you to a room, it will fly away to another random room.

No room will have more than one hazard. The Wumpus is not considered to be a hazard.

## Wumpus

The Wumpus is not bothered by the hazards (he has sucker feet and is too big for a bat to lift.) Usually he is asleep. Two things wake him up: your entering his room or your shooting an arrow.

If the Wumpus wakes, he sometimes runs to the next room at a random direction. If you happen to be in the same room with him, you have to fight the Wumpus.

## The Player

Each turn you may move, shoot an arrow, purchase more arrows, or purchase a secret.

*Move:* You can move one room at a time.

*Arrow:* You start with 3 arrows. If you ever run out of arrows without killing the Wumpus, you lose. Each arrow can be shot into an adjacent room. You aim by telling the computer which room you want to shoot into. If the arrow hits the Wumpus, you win.

*Purchase Arrows:* You can purchase 2 more arrows by getting at least 2 out of three trivia questions right.

*Purchase a secret:* You can purchase a secret by getting at least 2 out of three trivia questions right. The secrets range from not very useful to very useful. You can be told the room number where a bat lives, where a pit is, if the Wumpus is within 2 rooms of you, or the room number where the Wumpus is currently. However, you might also be told what room number you are currently in or the answer to a trivia question you have gotten wrong.

## Warnings

When you are one room away from Wumpus or hazard, the computer says:

Wumpus - I smell a Wumpus!

Bat - Bats Nearby

Pit - I feel a draft

## Fighting the Wumpus

If you wind up in the same room as the Wumpus you must get 3 out of 5 trivia questions correct. This only wounds the Wumpus, though. He doesn’t like to get beat in a fight and will run at least 2 rooms away, but can run up to 4 rooms away if he looses a fight. If he wins the fight, you loose the game.

## Money and Trivia

On every turn that you move through a tunnel, you will be given a gold coin and be told a piece of trivia. There are 100 gold coins to collect in total. Every time throughout the game that you have to answer a trivia question it will cost you a coin to attempt to answer the question. Whether you get it right or wrong, it costs you one coin and you will never be asked that question again before the end of the game. If you ever run out of coins, you loose.

## Scoring

The object is to kill the Wumpus in as few moves as possible. If you do, you will get 100 points! If you kill the Wumpus, your score will be computed with the following equation:

*100 points – N + G + (10\*A)*

N = number of turns

G = number of gold coins you have left

A = number of arrows you have left

The top 10 scores should be kept on file and include all of the information that made up the score (N, G, and A) as well as the player’s name and which cave was played.

## User Interface

At a minimum, the user interface should include a bird’s eye (looking from the ceiling of the room on down) view of the room you are in and an accurate depiction of the tunnels and which rooms they lead to. You will need to display at all times the number of coins the player has collected, the number of turns the player has taken, and the number of arrows the player has left.

You will also need to consider designing a user interface which will need to display secrets, hints, trivia information, trivia questions, number of correct trivia questions and number of questions needed for the current goal (at least when answering questions) an d allow for user input when necessary.

You will need to record the players name and let them choose which cave they want to play in before the game starts.

When not playing, the top 10 high scores should be displayed and pressing enter starts the game.

# Object Descriptions

Object purpose summaries:

* **High Score object:** Manages the high scores (including saving high scores and displaying a high score scoreboard).
* **Trivia object:** Manages the trivia questions for the game (including asking questions and loading questions from a file).
* **Map object:** Keeps track of the locations of the player, the Wumpus, and the hazards. Also keeps track of the cave and handles Wumpus movements.
* **Player object:** Keeps track of the player’s inventory and score. (This could be done by the same person doing the Map object).
* **Cave object:** Keeps track of which rooms in the cave are connected to which other rooms.
* **Graphics Engine object:** Displays the state of the current game (the current room, connected rooms, inventory, etc.).
* **Game Control object:** Handles user input (except for High Score and Trivia), coordinates all the other parts of the game.

Additional objects (these are only added when there are more than six students)

* **Sound object:** Plays sounds for the game, from a selection of different themes.
* **Lazy Wumpus object:** Controls the behavior of the Wumpus, providing it with more complicated behavior.
* **Active Wumpus object:** Controls the behavior of the Wumpus, but in a different manner than the Lazy Wumpus object.

## The Game Control Object

The Game Control Object coordinates all of the other pieces of the game:

* The Game Control Object keeps track of the game state (Currently playing a game, displaying the splash screen, displaying the high scores).
* The Game Control Object accepts and validates user input (that is, player commands and game control commands). The trivia and high score objects will manage their own user input.
* The Game Control Object interacts with the Map Object, the Player Object, the Graphical Interface Object, the Trivia Management System, and the High Score Management System.
* Some aspects of the Game Control Object should be exposed to the user through a “main menu” that allows the user to launch the game, display high scores, or exit.

## The Graphical Interface Object

The Graphical Interface Object is the object which does the actual drawing to the screen during the game. The tasks the Graphical Interface Object performs are as follows:

* Display on the game screen a representation of the room, including the hexagonal form of the room, with each edge illustrated as either a tunnel to an adjacent room or a wall blocking access to an adjacent room. Include an illustration of the player, any present hazards, the wumpus if present, and any additional graphics that add to the realism of the cave.
* Display on the game screen the player’s score.
* Display on the game screen the player’s inventory.
* Display on the game screen any hints based on the player’s room. (For example: I smell a wumpus).
* Display on the game screen all actions the player can take on the current turn.
  + Move
  + Shoot an arrow
  + Purchase arrows
  + Purchase a secret

## The Map Object

The Map Object tracks the locations of all of the objects in the current game. The tasks it performs are as follows:

* Store and interact with the cave used for this game
* Keep track of where the hazards are
* Keep track of where the Wumpus is. This includes controlling Wumpus behavior (that is, asleep, awake, moving).
* Keep track of where the player is
* Control arrow shooting.
* Give any necessary warnings
* Obtain secrets to help the player

## The Cave Object

The Cave Object keeps track of the cave, including data that describes the “connectivity information” for adjacent rooms. Adjacent rooms may either be connected by way of a tunnel, or not connected at all (separated by a wall). The tasks it performs are as follows:

* Read and parse map data from a file
* Stores connectivity information for each room in the map.
* Keeps an internal data representation of the map sufficient for obtaining and keeping track of all necessary information
* Exposes appropriate methods and/or attributes for other objects and the main program of the Hunt The Wumpus game.

## The Player Object

The Player Object keeps track of the player and all information associated with the player. The tasks it performs are as follows:

* Keep track of player inventory
  + Arrows
  + Gold coins
* Keep track of how many turns the player has taken
* Compute ending score of player

## The Trivia Management Object

This component of Hunt the Wumpus manages trivia questions that are used during gameplay, and secrets that help the user to progress through the game. The user will interact with it, when it is called by other game objects for the following:

* Seeking 3 trivia questions, of which 2 must be answered correctly, in an attempt to earn the right to purchase additional arrows
* Seeking 3 trivia questions, of which 2 must be answered correctly, in an attempt to earn the right to purchase a secret
* Seeking 3 trivia questions, of which 2 must be answered correctly, in an attempt to earn the right to be saved from a bottomless pit
* Seeking 5 trivia questions, of which 3 must be answered correctly, in an attempt to beat the Wumpus

Regardless of the number of questions that the *Trivia Management System* is asked to pose in a particular circumstance, and the number of answers that are required to be correct amongst the user’s responses in that circumstance, the *Trivia Management System*’s interface will be generic so that it can be called with a request to pose a specified number of questions and enforce the threshold of the number of questions that must be answered correctly. The caller of the *Trivia Management System* will be in charge of providing those numeric parameters.

The Trivia Management System will handle asking questions and getting the user response itself.

The Trivia Management System should be available throughout gameplay to be called as-needed.

## The High Score Management Object

This component of Hunt the Wumpus manages scores achieved by players that have won the game. The user will interact with this component in two ways:

* Storing a new high score
* Viewing existing high scores

The default high score data for the game should be the names of all of the participants in this project, with zero scores and arbitrary cave names.

The high score data will be exposed in a couple of ways: the user will be able to bring up the high score table through the game’s menu system, and the high score table will automatically be displayed after a player finishes a game.

At no time will there be more than 10 scores tracked by the *High Score Management System*. If a new score is submitted, that is good enough to be included in an already-full high score table, the new score will cause the lowest other score to be removed automatically.

## The Sound Object

The Sound object is responsible for playing sounds upon requests from the Game Control object. The tasks it performs are as follows:

* Reads list of sound files from its configuration file.
* Sounds files are grouped into sound themes (alternative sets of sounds).
* The Game Control object gets a list of available sound themes from the Sound object and selects (randomly or based on user’s input) an active scheme.
* The Game Control object calls the Sound object to play a particular game sound (player moves, player shoots an arrow, wumpus moves, triviea pops up, win, lose, etc.) from the selected theme.
* The Sound object opens and plays the sound file that contains the requested sound.
* There should be at least two sound themes.

## The Lazy Wumpus Object

The Lazy Wumpus object handles the movement of the Wumpus in the current game. The tasks it performs are as follows:

* Keep track of the current state the Wumpus is in (that is, asleep, awake, moving).
* If the player shoots an arrow and misses while the Wumpus is sleeping, the Wumpus wakes up and runs up to two rooms away from current position.
* If the Wumpus is defeated in trivia, it will run up to three rooms away.
* The Wumpus is slow and can only move one room per turn.
* If the Wumpus does not move for two turns, it falls asleep.

## The Active Wumpus Object

The Active Wumpus object handles a different set of rules of movement for the Wumpus in the current game. The tasks it performs are as follows:

* Keep track of the current state the Wumpus is in (\*that is, asleep and awake).
* Keep track of the number of turns.
* Every 5 to 10 turns the Wumpus will wake up and move 1 room per turn for up to three turns before going back to sleep.
* Every turn, there is a 5% chance the Wumpus will immediatelyteleport to a new, random location.
* If the Wumpus is defeated in trivia, it will run up to two rooms away per turn for up to three turns.

# Interface Descriptions

The following information is provided to help with the implementation of the objects.

## Notes on Extensibility

The Hunt The Wumpus program is designed to be very flexible, and can handle anywhere from 5 to 9 students. We recommend at most 7 to 8 students to take part in each project.

Here is a chart of what should happen with extra students (please note, map and player will be handled by the same person in each case):

|  |  |
| --- | --- |
| Students | Differences in object use |
| 5 | High score object is eliminated. |
| 6 | Default |
| 7 | Extra student implements sound object |
| 8 | * Extra student implements one of the Wumpus objects * Map student does not handle Wumpus behavior. Map student adds functionality: hazards up to two rooms away (that are interconnected) can be detected. (“You smell a Wumpus” plus “You faintly smell a Wumpus”). |
| 9 | Extra student implements the other Wumpus object |

## The Game Control Object

**Member Variables**

* A Map Object.
* A Graphical Interface Object.
* A Trivia Management Object.
* A High Score Management Object.
* A string which stores the name of the cave file that is used.
* An enumeration that indicates the current state of the object (Displaying Splash Screen, Displaying High Scores, or Playing a Game).

**Member Methods**

* A method which sets the name of the cave file to use. This method can use the OpenFileDialog .NET class.
* A method to start a new game. This method resets the Map object (using the cave file string), the Graphical Interface object, and the Trivia Management object. If no cave file has been specified, this method should call the method to get the cave file.
* A method which displays the High Scores.
* Various methods that accept user input. These should be implemented as events. With each user input, these methods should determine what to do with the objects. These methods should use the current state of the object (that is, the game should not accept a player movement if the splash screen is being shown).
* During a game, the following inputs should be accepted, through either mouse clicks or key presses:
  + Move player to room: This should call the Map’s method to change the player’s position. This method should then update the Graphical Interface object with all of the data and call its Render method. If there is a hazard or Wumpus in the new room, the game should wait an appropriate time and then take appropriate action.
    - Bottomless pit: Invoke a method of the *Trivia Management System* to give the user an opportunity to earn an exemption from the pit. If the player fails to get 2 out of 3 correct, end the game as a “loss”.
    - Super bats: Update the Graphical Interface object with the new position and available rooms, and call its Render method.
    - Wumpus: Start a Wumpus battle by calling the Trivia system to ask the player 5 questions. If the player gets 3 of those correct, the Game Control object will call the Map object to make the Wumpus run 2-4 rooms away (the game is not over until the player hits the Wumpus with an arrow) . If the player gets 2 or fewer correct, end the game as a “loss”.
  + Shoot arrow: Calls the Map object to shoot an arrow toward the selected room. If it hits the Wumpus, end the game as a “win”.
  + Purchase arrow: Call the trivia system to ask 3 questions. Update Graphical Interface.
  + Purchase a secret: Call the trivia system to purchase secret.
  + End the game.
  + Quit.
* A method that sends all relevant information to the Graphics object and has the Graphics object display it.
* A method that ends the game. If the game ended in a “win”, this should retrieve the current score of the game from the Player Object and call the High Score manager to potentially store the score, if it is within the top 10, and display the high scores.

## The Graphical Interface Object

**Member Variables**

* GDI+ Bitmap objects for any bitmaps that will be used to display information.
* A 6 element array which contains 3 room numbers with the position of each room number in the array corresponding to the direction of the room from the current room. The other 3 entries of the array will contain -1, to indicate that that direction is closed to the player. The indices of each array element imply the hexagon edge that the data element refers to; for example, the element at index zero might always apply to the left edge of the hexagon (from the birds-eye-view perspective).
* The player’s score.
* The number of arrows the player has.
* The number of gold coins the player has.
* A string that indicates which hazard is in the current room. If there are no hazards, the string should be null. This string is used when determining what hazard, if any, to draw when displaying the current room.
* An array of strings that contains the hints for the current room. If the same hint applies to a room for multiple reasons, for example if there are bottomless pits in two of the adjacent rooms, only one instance of the hint is stored (e.g., “I feel a draft”).

**Member Methods**

* An initialization method. The initialization method should load all needed bitmaps from files or resources.
* A method used to set the rooms. This method takes an array of room number as described above.
* A method used to set the player’s score.
* A method used to set the number of arrows the player has.
* A method used to set the number of gold coins the player has.
* A method that receives any hazards in the current room.
* A method that receives information about nearby hazards (for hazard warnings).
* A private method that takes a Graphics object and draws the map representation to the screen.

## The Map Object

**Member Variables**

* Room numbers to store the current location of:
  + The player
  + The Wumpus
  + The hazards
  + The starting point of the player
* The cave object

**Member Methods**

* A method which randomly picks the starting point of the player. This method could incorporate actually placing the player in the room.
* A method which randomly places all of the hazards in separate random rooms (no two hazards may be present in a single room)
* A method which randomly places the Wumpus in a room (initially placed in a room that has no hazard, but future moves of the Wumpus during the same game may cause the Wumpus to enter a room that contains a hazard).
* A method to kick off the process of reading in and storing a map. This method should take either the map number (1-5) or the filename corresponding to a map file. Its parameters should correspond to the behavior of the cave object.
* A method which, given a room number, returns a 6 element array holding the room numbers which can be reached via the tunnels in that room. Each element in the array corresponds to a fixed direction. If the room in a certain direction cannot be reached, the corresponding element in the array should be -1.
* A method to update each of the private attributes.
* A method or methods which return information indicating one or more of the warnings which need to be presented to the user, the hazard in the room with the user, or the fact that all is clear.
* A method to obtain the value of each of the private attributes
* A method which implements the action of the bats - moving the player to a random room (that has no hazards) and resetting that bat to wait in another randomly selected room that does not already have any other hazard present.
* A method which returns a randomly generated secret
  + Reveal a room number that contains a bat
  + Reveal a room number that contains a bottomless pit
  + Reveal a room number that contains the Wumpus
  + Reveal if the Wumpus is within 2 rooms of the player, as determined by walking distance (that is, by rooms that are connected).
  + Reveal the room number that the player is currently in

## The Cave Object

**Member Variables**

* A private set of arrays which store the room/tunnel data

**Member Methods**

* A method to read in and store a map. This method should take either the map number (1-5) or the filename corresponding to a map file.
* A method which, given a room number, returns a 3 element array holding the room numbers which can be reached via the tunnels in that room.

## The Player Object

**Member Variables**

* Number of arrows
* Number of gold coins
* Number of turns taken

**Member Methods**

* A method that removes an arrow from the player’s inventory.
* A method that removes any number of gold coins from the player’s inventory.
* A method that adds any number of arrows to the player’s inventory.
* A method that adds any number of gold coins to the player’s inventory.
* A method that indicates the player has taken a turn,
* A method that computes the player’s current score.

## The Trivia Management Object

**Initialization Activities**

This should occur when the player begins a new game, and will include the following:

* Read a file of trivia questions and answers, into an array in memory, from a file called TRIVIA.DB.
* Lines of the high score file are of the following format (Question; Answer):

“What city is the Space Needle in?”; “Seattle”

* If the file does not exist, the game should abort.
* The array into which the questions and answers are read must also contain a tracking mechanism for marking questions as “asked” to avoid repetition

**Trivia Q&A Responsibilities**

* When the *Trivia Management System* is called to pose a particularly number of questions and enforce a minimum number of correct answers, it should select each question randomly from the array of questions and answers.
* Before posing any questions, the constraints (maximum number of questions to be asked, number of questions must be answered correctly) that should be displayed for the user.
* After the question is selected, it should be displayed for the user and the user’s response should be received as input, and also marked as “asked” to indicate that it should not be selected again within the same game.
* The comparison between the user’s answer and the correct answer should be case-insensitive, and should confirm or deny the user’s answer, and indicate to the user whether the answer was correct or incorrect. The result of the comparison should also be stored in the array with the trivia questions and answers, so that the *Trivia Management System* can keep track of which questions were incorrectly answered, for which the answer may eventually be revealed to the user in the form of a secret.
* Once the user either satisfies the required number of correct answers, or exhausts the allowable number of questions (whichever comes first), the *Trivia Management System* should inform the user of whether or not they answered enough questions correctly. This result should also be indicated to the caller of the *Trivia Management System*.
* Regardless of the outcome of the questions and answers, since the game will charge the player one coin per trivia question, the *Trivia Management System* must indicate back to it’s caller the number of questions that were actually posed (the user can conserve coins if it answers enough questions correctly before reaching the question limit)

## The High Score Management Object

**Storing a New High Score**

When a player beats the Wumpus, the score will be computed by the *Player Object*, and that score and cave number will be passed to the *High Score Management System*, which will:

* Read a file of high scores, into an array in memory, from a file called HIGHSCORE.DB.
* Lines of the high score file are of the following format (Name, Score, Cave Number):

“Pablo Picasso”; 52; 3

* If the file does not exist, the system should assume that no high scores exist.
* Search through the entries and determine if the score that was passed in would be within the top ten.
* If the score would not be in the top ten, skip this step, otherwise:
  + Prompt the user for a “Player Name” for the high score.
  + Update the array in memory based on the new score, potentially causing the lowest score to be removed from the array completely.
  + Write out the new high score data to HIGHSCORE.DB.
* Display the high score table

**Viewing Existing High Scores**

* Read a file of high scores, into an array in memory, from a file called HIGHSCORE.DB.
* Sort the array of high scores in memory, from the highest score to the lowest score.
* Display the top ten scores (or less if the file does not contain ten), showing all three elements of the high score (Player Name, Score, Cave Number)

## The Sound Object

Member Variables

* Path to the object’s configuration file
* Available sound themes
* Paths to sound files for all sounds of all themes (loaded from the configuration file)
* Active theme

Member Methods

* A method which returns a list of available sound themes
* A method which sets an active theme
* A method which plays a requested sound

## The Lazy Wumpus Object

Member Variables

* The Wumpus state
* Number of rooms left to move

Member Methods

* A method which returns the number of rooms the Wumpus still has to move
* A method to set the number of rooms the Wumpus still has to move
* A method which activates the Trivia defeat behavior of the Wumpus, and returns the number of rooms the Wumpus will move
* A method which will set the Wumpus state
* A method which will return the Wumpus state

## The Active Wumpus Object

Member Variables

* The Wumpus state
* A turn counter
* Number of rooms left to move

Member Methods

* A method which returns the number of room the Wumpus still has to move
* A method to set the number of rooms the Wumpus still has to move
* A method which activates the Trivia defeat behavior of the Wumpus, and returns the number of rooms the Wumpus will move
* A method to check for random teleportation, which will return the new room location of the Wumpus
* A method which will return the Wumpus state
* A method to set the Wumpus state
* A method which resets the turn counter
* A method which increments the turn counter

A method which returns the turn counter

# Sample Code Overview

To help the students get ramped up with the different concepts they will need for the Wumpus project and to give us J# experience, we put together four different samples that each demonstrates a collection of important J# concepts.

## Birthday

Birthday uses a dialog box to prompt the user to enter their birthday. From this birthday, the sample calculates the user’s age. Perfect for use by law enforcement or liquor vendors.

### Core Concepts Demonstrated

This sample demonstrates the use of Forms in J#, including using text boxes for input and using static text boxes for output.

### Source File Enumeration

There is one main source file that can be edited for the Birthday sample, plus a few source files that are automatically generated by Visual J#.

* Form1.jsl: This is the file that implements the core functionality of the sample.
* Form1.resx: This file is automatically generated by VJ#, and contains information about the dialog box.
* AssemblyInfo.jsl: This file is automatically generated by VJ#, and contains information used by VJ# when building the binary file.

### Architecture Description

The Birthday sample contains one class: Form1. This class was autogenerated by VJ# to fully implement the sample dialog as created in the design view.

## Data Conversion Sample

The Data Conversion Sample demonstrates proper conversions between the various data types and the String data type.

### Core Concepts Demonstrated

This sample demonstrates the proper methods to convert data between the String data type and the various builtin datatypes.

### Source File Enumeration/Architecture Description

The Data Conversion sample contains one source file, Form1.jsl, which contains both the form layout and the code for data conversions.

## CD Library

The CD Library is a console-based application that allows the user to enter and save information about a CD collection. The information can then be loaded later and even modified.

### Core Concepts Demonstrated

This sample demonstrates the use of console input and output, which itself is not necessary for the Wumpus project but can be useful. More importantly, the CD Library demonstrates methods for saving information to a file and reading the information back in from the file, with techniques for parsing strings.

### Source File Enumeration

The CD Library sample follows the VJ# standard (also standard in Java) of using one source file for each class in the application. In this case, there are five different source files, along with a sample CD database file.

* CD.jsl: This file contains the implementation of the CD class.
* CD\_Collection.jsl: This file contains the implementation of the CD\_Collection class.
* CDDBIO.jsl: This file contains the implementation of the CDDBIO class.
* Main\_Program.jsl: This file contains the implementation of the main program class.
* AssemblyInfo.jsl: This file is autogenerated by VJ#, and contains information used when building the binary.
* CDDB.txt: This file contains a sample CD database that can be edited with the application.

### Architecture Description

There are four different classes in the CD Library that manage everything from user input to file writing.

* CD: This class encapsulates the information for a single CD, such as Artist and Title. It also has a method to print the information.
* CD\_Collection: This class encapsulates a collection of CDs, and has methods for adding, removing, and displaying CDs, along with some methods for changing the collection’s information.
* CDDBIO: This class encapsulates the file input and output. It has methods to import and export CD collections from and to files.
* Main\_Program: This class is the main class that contains the entry point. It also contains an implementation of a menu system for user input and output.

## Whack-a-PM

Whack-a-PM is a 2d animated Windows game. In it, the player tries to hit a certain PM in the head with a rubber ducky.

### Core Concepts Demonstrated

This sample demonstrates many core concepts that are probably going to be used heavily in the Wumpus game:

* Event handling: Whack-a-PM uses events extensively in the course of a game.
  + Keyboard input
  + Mouse input
  + Timers (as used for animation)
  + Menu options
* Graphics manipulation using GDI+
  + Using bitmap sprite resources to draw game objects
  + Using text output to give the user information
* Embedded Resource manipulation

This sample also demonstrates some useful game concepts which could be helpful or could increase the challenge level:

* Game object behavior encapsulation (Each game object handles its own behavior)
* Inheritance
* Simple audio using DirectSound (This would provide a small challenge for a student)
* Animation (Adding animation would considerably increase the challenge)

### Source File Enumeration

The Whack-a-PM sample has five actual source code files, with a number of supporting files. As usual, each source file typically contains code for a single class.

* DuckObject.jsl, Game.jsl, GameObject.jsl, PMObject.jsl: These each contain source code for the like-named class.
* wapmForm.jsl: This file contains the source for the form. It is a design file and contains generated code for the main window, along with event handling code. This file is broken up into a few separate regions (using the #region tag); the regions can be collapsed in the VJ# IDE to simplify the structure.
* AssemblyInfo.jsl: This file again contains generated information used when building the binary.
* Duck.bmp, PM.bmp, Splash.bmp, tada.wav: These files contain the game resources. These are included as embedded resources (Splash.bmp is also the default background of the main game window).
* wapmForm.resx: Another generated file.

### Architecture Description

Whack-a-PM has five different classes:

* GameObject: This is an abstract class that controls how any game object is drawn. It associates a sprite (from an embedded bitmap) with a game object, and provides methods for changing the location of the object and for drawing the object. Each subclass must override the abstract method UpdateObject. This method is called on each game object for each frame of animation, and each object changes its position accordingly (duckies will accelerate toward the bottom of the screen, and PMs will bob up then down). UpdateObject returns true if the object is still in play, and false if the object has no more action to take. *This is not the same as the Wumpus GameControl object.*
* DuckObject: This class implements the behavior of a ducky. It has a velocity and acceleration associated with it; each time UpdateObject is called, the velocity is changed and the position is changed. When the ducky goes all the way past the bottom edge of the screen, UpdateObject returns false.
* PMObject: This class implements the behavior of a PM. The PM starts offscreen at the bottom and goes up for a while and then goes back down. When the PM gets all the way offscreen UpdateObject returns false.
* wapmForm: This class implements the main game screen. As part of this, it handles all of the user input events for the game (menus, keyboard, mouse). For most inputs, it passes the input directly to the Game object without any processing.
* Game: This class implements the main animation loop. It does the job of loading bitmaps for the GameObject sprites, creating a timer for the animation, pausing, starting and stopping, resetting, and turning sound on and off. When the mouse is clicked, the Game class creates a ducky. When the timer event is triggered, the Game class updates to the next frame of animation (randomly spawn a PM, update the scene by calling UpdateObject on all the players, check for any collisions between a ducky and a PM, and then update the graphics). Updating the graphics involves drawing all the players (duckies and PMs) and then, if necessary, drawing the text for the score. *This class is much like the Game Control object for Wumpus (except that Wumpus won’t need animation).*

## Test Application

The Test Application sample provides buttons for testing each of the methods of the Duck object from the Whack-a-PM sample.

### Core Concepts Demonstrated

This sample demonstrates the proper construction of a test app, which the students will be creating around their specific objects.

* Use a button for each method of the class under test.
* Use a dialog to let the tester determine any parameters for a method. This dialog should pop up when the tester hits a button for one of the methods (unless of course the method doesn’t take any parameters).
* Use a dialog to display any results from a method (that is, if the method returns a string, display that string after calling the method).

In some cases, the students will put the input text boxes for parameters directly on the main form. As long as these are clearly marked, this should cause no problems.

*If the object under test takes keyboard input, the test app should have no buttons or other controls (these will steal the focus and not give it back to the main window).*

### Source File Enumeration/Architecture Description

The Test Application sample contains a good number of designer-generated form source files, along with the necessary files from the Whack-a-PM sample:

* TestApp.jsl: The main test application window. This window contains one button for each of the methods of the DuckObject.
* FormConstructor.jsl: This window is displayed if the Constructor button is clicked on the main window. It contains code for displaying an Open File common dialog, and contains some fields for inputting numbers.
* FormSetLocation.jsl: This window takes input and based on a constructor value parses the input as float or integer. It then calls the DuckObject’s SetLocation.
* FormBoundingRect.jsl: This window is displayed when the DuckObject’s GetBoundingRect is called. It simply displays the return value.
* GameObject.jsl, DuckObject.jsl, Duck.bmp: These are pulled directly from the Whack-a-PM sample, with very small changes to get them building in this sample.
* AssemblyInfo.jsl: The generated file containing build information.
* \*.resx: Resource files for the forms.

# J# Crash Course

## Useful References

For J# syntax, any good Java 2 book will do. Here are some that we’ve used:

* Java 2: The Complete Reference, Fifth Edition by Herbert Schildt.
* Java in a Nutshell by David Flanagan

For the .NET framework, MSDN is a useful reference. The Wumpus alias is also a very good place to go for J# help (we’ve been through it all ourselves).

## Overview of Language Differences

J# is not a widely known language. However, the similarities between J# and a number of other languages make picking up J# very easy. Here are some comparisons between J# and some widely known languages.

### J# versus Java

J# is syntactically identical to Java, with the exception of a few keywords (such as package and #region). This is important because the AP system for Computer Science uses Java as the standard language for tests, and all the syntax learned for the AP test is the same as the syntax used in J#. The difference between J# and Java lies in the libraries that each has available. Java has a standard set of libraries available, along with some add-ons (such as Swing); these libraries are of good quality, but they don’t take advantage of the large amount of work that went into the .NET framework. J# does not have support for most of the Java libraries, but it provides full support for all the .NET libraries available.

Even with the great similarity, after compilation of any sort the results from Java and J# are completely incompatible. For this reason, J# uses a different extension (.jsl) for source code files.

### J# versus C#

J# is similar to C# (about as similar as Java is to C#). One of the big differences is the support for properties. C# has support for class properties that can be accessed like member variables but that can have code behind the scenes for allowing dynamic changes. This is a heavily used feature in the .NET framework, so J# does support this. However, in J# these properties are accessed through methods.

For example, the .NET Image object has public property Flags. In C#, this can be accessed as var = object.Flags; and object.Flags = var. In J#, this property is accessed as var = object.get\_Flags(); and object.set\_Flags(var);.

### J# versus C++

J# is to C++ as Java is to C++ and C# is to C++.

* All code in J# must be in a class (for example, instead of main sitting all by itself, main is a static member of one of the classes in an application).
* Declaration happens at the same time as definition. There are no headers, and there are no prototypes.
* There is no multiple inheritance.
  + An object that inherits from another object is a subclass, while the object inherited from is the superclass.
  + In a subclass’s constructor, super(…) calls the superclass’s constructor.
* Garbage collection happens automatically (no more need to call delete or Release). **Note: in some cases in J#, the .NET Dispose method must be called. The GDI+ Graphics object’s Dispose method Must be called after the object is used.**
* Every variable is a reference to an object (except for some types like int).
  + Corollary: when creating an object, new is used.

# Lectures

The PowerPoint slides are designed to provide you with everything you need to be able to deliver an effective lecture; regardless of whether you present from the slides directly, or rather just use them as private notes to refer to while delivering the lecture.

The following pages contain the lecture slides for all lectures.

# Wumpus Training

These are the slides that will be presented during the Wumpus Training event. These should come in handy as a reference during the project.